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Abstract. Service-Oriented Architecture (SOA) is a well-known paradigm for development of flexible and loose coupled software applications using services that are available in a network. The latter provide business functionality through well-defined interfaces that can be dynamically discovered. Services can be aggregated into more complex ones called composite services. Currently, there exist a lot of composition approaches that serve different goals. In order to be able to comprehensively study the web-service composition process, different approaches should be analyzed and organized into appropriate taxonomy framework. This paper presents an overview of current approaches for service composition and further analyzes them toward various aspects of the composition model.
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1. Introduction. Latest trend in software engineering is presented by the so-called Service-Oriented Architecture (SOA). It makes possible development of software intensive systems via loosely coupled services, which provide business functionality through contractually specified interfaces. The promise of services is for increased maintainability and scalability of systems, achieved at predictable time with less efforts and decreased cost of development. The preferred way to realize SOA is based on web services. The basic web service infrastructure founded on standards like WSDL, SOAP and UDDI provides simple interaction between clients and web services. Functionality of the latter is often combined into composite ones that satisfy specific business goals. In such case, additional composition models, languages, as well as development and run-time environments should be elaborated. Although a lot of efforts for development of web service composition methods are available, most of them aim toward satisfying particular needs. Some composition approaches focus mainly on QoS aspects of the composition [2], [8], [9], while the goal of others is to provide web service orchestration [4], [6], [7], [12], [14]. In such context this paper aims to study the fundamental characteristics and essential aspects of different approaches. For this purpose we extend the number of the dimensions of an existing composition model and provide comparative analysis of different web service composition approaches according to these dimensions.

Some currently existing literature surveys on web service composition approaches directly relate to our work. For instance, in [21], authors present in details a large number of approaches, but only few of them are compared according to the preliminary defined criteria. Rao and SU discuss in [22] only the approaches based on AI Planning. The approaches using Petri nets, statecharts and other techniques for orchestration modeling are not considered. In this paper several categories of orchestration modeling techniques are presented and used as a comparison criterion of presented approaches. Evaluation of QoS Based web service selection techniques for service composition is given in [23]. In this paper, other dimensions of the composition process such as data modeling, transaction modeling and exception handling, are not mentioned. In our work we extend the above mentioned research, by establishing a more sound classification and comparison scheme, which could serve as a basis for a taxonomy framework of the web service composition process.

The rest of the paper abstract is organized as follows: Section 2 introduces the current web service composition approaches, Section 3 analyzes the approaches with respect to aforesaid dimensions and Section 4 concludes the paper.

2. Overview of Web Service Composition Approaches. This section introduces the key aspects of the current web service composition approaches. Chang and Lee [2] propose a quality driven web service composition methodology, which evaluates the quality of web services in three dimensions: QoS (quality of services), QoC (quality of contents), and QoD (quality of devices). QoS is related to the quality properties of web services such as performance, interoperability, security, and so on. QoC considers the quality of the context in which the web services work. QoD addresses the quality of devices and the physical environment in which the web services operate. The web service composition methodology uses Multi-Criteria Decision Making solution, called Preference Ranking Organization METHod.
for Enrichment Evaluations (PROMETHEE). The proposed method for web service composition consists of six steps. First, web service composition is described as abstract workflow using Business Process Modeling Notation (BPMN). Next, quality factors from the three dimensions are selected and their quality weights are determined. Then, constraints of quality factors are defined and preference indexes for all quality factors are specified. The preference index expresses the preference of one service over another considering all quality factors. Finally, outranking flows between web service candidates are determined according to the preference indexes. The proposed methodology is implemented in a tool, named Event-driven web service composer, and is evaluated through an example process with five tasks. Twenty five web services and ten event services are developed as candidates for the execution of the process’s tasks.

Qiao et al. [3] a broker based architecture for dynamic QoS monitoring and adaptation for composite web services. The web service compositions are described with Business Process Execution Language (BPEL), which is extended with a new construct, called flexPath, allowing definition of multiple execution paths of the BPEL process. The proposed architecture consists of two main components: QoS broker and BPEL compiler. The QoS broker is responsible to monitor and adapt the QoS properties. It keeps track of the execution of the BPEL process based on the schema of the running instance and the current execution point. The values of QoS properties are measured at run-time using a probing technique. The key role of the QoS broker is to decide whether the adaptation has to be triggered and if so, to find a better execution path in order to improve the QoS. The BPEL compiler instrument a BPEL process with a new logic in order to communicate with the QoS broker. The proposed components of the architecture are implemented in a prototype tool and verified through a BPEL process that invokes a number of dummy partner Web services. A disadvantage of the architecture is that it handles only Response time as QoS property. The measured Response time in the broker is not the same as those obtained from user experiences. This drawback is due to the usage a third party monitor.

Zheng and Yan [4] model web service composition problem as a Planning Graph (PG). Each web service in a composition is mapped to an action of a PG. The input parameters of the web service are mapped to the action’s preconditions, and its output parameters are mapped to the action’s effects. The input parameters of the composition request are mapped to the initial state of a planning problem. The output parameters of the composition request are mapped to goal propositions. The proposed algorithm takes as an input a set of actions, an initial state, and a set of goal propositions. Firstly, it assigns an initial state to a proposition set in level 0 of a simplified PG. Then, the algorithm expands PG iteratively until it reaches a level where a proposition set contains goal propositions or the fixed point level of PG. If the former happens first, then the algorithm outputs a solution. Otherwise, the solution is not produced. The performance of the proposed approach is studied through a sample repository, containing 143 web services. It is compared with the performance of Service Composition Algorithm used in Georgetown Java Software. A drawback of the proposed approach is that it sometimes produces redundant web services.

Yu and Reiff-Marganiec [5] propose a technique for web service composition using Planning as Model Checking (PMC). They translate a message based paradigm to a state oriented one by allowing a single operation in the web service to imply a state, which essentially encapsulates the change after execution of the operation. Each operation is modeled in four aspects, namely quality, domain, purpose and communication. The quality aspect captures non-functional requirements of the web service. The domain aspect describes the area of interest of the operation. The purpose aspect refers to the aim of the operation. The communication aspect defines a message exchange protocol that is used for interaction with the clients and other web services. The model of the web service operation is applied in the design of a composition framework, which has four phases. The first phase specifies the planning goal and describes initial knowledge about the client as input for the next phase. On the second phase, a plan search space is built. The third phase runs the proposed algorithm to search for plans. On the fourth phase, the clients choose the best plan. Then, the composition framework generates an executable plan that is described in BPEL. It monitors the execution of the web service composition and in case of failures automatically revises the executable plan using the alternative ones, obtained in the third phase. A disadvantage of the composition framework is that the clients need to select the best plan instead of the composition framework itself. This can be done automatically based on the non-functional properties of web services.

The AI planning is also applied to the problem of web service composition by Klusch and Gerber [6]. They propose a semantic web service composition planner, called OWLS-XPlan. OWLS-XPlan takes OWL-S web service descriptions, OWL domain description and a planning goal as input and generates a planning sequence of web services, which corresponds to the planning goal. The web service descriptions and domain descriptions
are transformed in Planning Domain Definition Language (PDDL). They are used to create a PDDL plan that solves a given problem in the actual domain. OWLS-XPlan is evaluated according to completeness of planning, the average plan length in relation to the complexity of the problem definition and the average plan quality in terms of the average distance of individual plans from the optimal solution of a given problem. Bartalos and Bielikova [7] also propose a solution of semantic web service composition problem. They propose an approach, which creates web services workflows, satisfying a given goal. The goal is described as a pair: concept type and constraint. The concept type is a concept from the ontology used for semantic annotation of web services. The constraint is defined as a first order logic formula. The proposed approach generates a plan containing all possible alternative branches that lead to the goal. The condition determining which branch will be taken is evaluated during execution. The composition process continues until there is no web service which has not specified source for its input data. During the composition, the value restrictions defined in the goal are back propagated based on the pre- and post-conditions of chained services. The proposed approach is evaluated with respect of performance and usefulness.

Cardellini et al. [8] present a web service composition approach, where web service selection is carried out per flows of requests rather than per request. The web service selection problem is scaled to Linear Programming Optimization problem and takes into account QoS properties of the candidate web services. Its solution is used in the design of a service broker, which performs several tasks. First, it defines a business process in BPEL for the requested web service composition and discovers the candidate web services. Next, the service broker negotiates Service Level Agreements (SLAs) with the providers of the candidate web services. During negotiation it establishes the values of QoS properties of each web service in correspondence with a mean volume of requests generated by the broker for that service. Then, the negotiation continues with the requestor establishing the offered QoS level of the composition in correspondence with a mean volume of requests generated by the requestor to the broker. Finally, the selection of concrete web services is realized by solving the optimization problem. The service broker also collects information about web service composition usage. The collected data is used to find out whether a new solution of the optimization problem is required.

Chakhar et al. [9] describe a framework for composite web services selection based on multicriteria evaluation. The proposed solution extends the current web service architecture by adding a Multicriteria Evaluation Component (MEC) in the UDDI registry. MEC takes as input a set of composite web services and a set of evaluation criteria. Its output is a set of recommended composite web services. The set of QoS evaluation criteria is extracted from the SOAP message sent by the client to the UDDI registry in order to find a given web service. They are transformed into quantitative ones by assigning values to the qualitative data. Potential web service compositions are constructed as graphs and then evaluated according to preliminary defined rules. The proposed framework is under development, but its feasibility is shown through an illustrative example.

Aiello et al. [10] propose an algorithm that creates a web service composition, which satisfies the functional requirements of the client. The algorithm is based on an extended Breadth First Search (BFS) algorithm that uses a priority queue with cost based on Response time and Throughput. It is integrated in a system, called RuGQoS, which consist of three components: XML parser, Composition engine and BPEL code generator. The XML parser translates the WSDL, WSLA and OWL descriptions into a set of indexes where each operation name is associated with a web service and its corresponding Response time and Throughput. The Composition engine implements the BFS algorithm. The BPEL code generator converts the output from the Composition engine into business process described in BPEL.

Lecue [11] proposes an approach for web service composition based on the semantic similarities between input and output web service parameters. The semantic similarities are evaluated using semantic links that are specified by statecharts (S). The semantic links are valued with two quality criteria, namely Common description rate and Matching quality. The common description rate provides one possible measure for the degree of similarity between an output parameter of one web service and an input parameter of another one. The matching quality is a value in the range of [0, 1] that can be 1 (Exact), 3/4 (PlugIn), 1/2 (Subsume) or 1/4 (Intersection). The semantic links are also augmented with two QoS properties of web services: Execution price and Response time. Thus, the proposed approach of web service computation optimizes both QoS and the quality of semantic fit.

Sohrabi and McIlraith [12] present a template based web service composition system using Hierarchical Task Networks (HTNs). The system assumes that both web services and composition templates, specified by the clients, are described in OWL-S. OWL-S service profiles and process models are translated into HTNs. The client preferences are described with extension of Planning Domain Definition Language (PDDL3), which allows specification of preferences over how tasks are decomposed as well as over QoS properties of web services. The
web service compositions generated by the proposed system adhere to policies and regulations expressed as a subset of Linear Temporal Logic (LTL). Thus, the system guarantees that the synthesized composition preserves certain properties of the world.

Pistore et al. [13] address the web service composition problem by developing a planning technique based on the Planning as Model checking approach. The planning process uses a BPEL4WS description of the external protocols and client requirements for the composition. The external protocols are represented by means of finite state machines due to their nondeterminism and partial observability. The clients requirements are expressed in a goal language, called EaGLe, and are used to navigate the planning. As a result, an executable BPEL4WS process and a monitor are generated. The monitor checks the actual interactions of the BPEL4WS process with the external web services and detects incorrect ones. The proposed planning technique is implemented in a BPM planner and is evaluated on a sample case study.

Farhan et al. [14] propose a framework for web service composition that consists of four main components: Translator, Evaluator, Composer, Execution Engine and Matching Engine. The Translator converts the client request into a form used by the framework. The Matching Engine checks for the requested web services in a web service database. If the requested web services are not found, then it starts to search in UDDI registries. The results of searching are sent to the Evaluator, which evaluates the web services using interface and functionality based rules. After that it sends selected services to the Composer in order to generate a composition. The result composition is executed by the Execution Engine. Finally, the results are sent to the client through the Translator.

Zeng et al. [15] propose a middleware platform for QoS-driven web service composition, called AgFlow. The QoS properties of web services are presented with a multi-dimensional QoS model. The model considers only five QoS properties, namely Execution price, Execution duration, Reputation, Reliability, and Availability, which are also used to evaluate the quality of the final web service composition. The composition is specified as a collection of generic service tasks described in terms of service ontologies and combined according to a set of control-flow and data-flow dependencies. These dependencies are presented as statcharts. AgFlow implements two composition approaches: local optimization and global planning. The local optimization approach performs optimal web service selection for each individual task without considering QoS properties of web services. The global planning approach is based on the preferences specified for the whole composition as well as QoS properties of web services. It uses integer programming in order to compute optimal plan that correspond to the composition. The proposed platform provides an adaptive execution engine, which re-plans the execution of the composition in response to changing QoS. It is implemented as a prototype system and is evaluated over a travel planning application.

Mili et al. [16] address web service composition problem as a function cover problem. The web service composition process starts an algorithm with the strictest interpretation of type equivalence, and then invokes looser versions only if the current ones fail to return appropriate results. The proposed solution is inspired by the programming languages, which handle type equivalence using one of two strategies: name equivalence and structural equivalence.

Che et al. [17] use a XML nets to model control flows and data flows of web service compositions as well as to discover and select web services for that compositions. Control flows can be easily modeled with XML nets due to their graphical nature. The data flow modeling is more complex due to problems that can occur during message passing. One of them is incompatibility between an output message of one web service and an input message of another one. XML nets adjust output and input messages by adding a web service chaining transition as mediator between two web service invocation transitions. The mediating transitions are applicable to message aggregation or disassembly. Web service discovery and selection process is aligned to definition and (re)configuration of XML net process rules. Transition inscriptions are used to define constraints for web service selection.

Lin et al. [18] propose a web service composition technique, in which the web services are described in OWL-S and the client preferences are described in PDDL3. The planning of web service composition combines HTNs with best-first search using a heuristic selection mechanism based on ontological reasoning. Thus, the proposed technique provides web service compositions with a minimal cost of violations of the user preferences.

Ge et al. [19] solve the web service composition problem by using OWL ontology. The candidate web services are semantically matched and composed based on their OWL descriptions. Four cases for check similarity of an output and input parameter from the same ontology are defined. First, if the input and output parameters are the same, then the similarity is maximal. Second, if the output parameter of one service is subsumed by
Table 3.1: Comparison of web service composition approaches.

<table>
<thead>
<tr>
<th>Ref.</th>
<th>OM</th>
<th>CM</th>
<th>QM</th>
<th>T</th>
<th>DDAM</th>
<th>EH</th>
<th>SSM</th>
<th>TS</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>BPMN</td>
<td>WSDL</td>
<td>Yes</td>
<td>No</td>
<td>Partial</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>3</td>
<td>BPEL</td>
<td>WSDL</td>
<td>Partial</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>4</td>
<td>FG</td>
<td>WSDL</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>5</td>
<td>PMC</td>
<td>WSDL</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>6</td>
<td>AIP</td>
<td>OWL–S, OWL</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>7</td>
<td>OWL–S</td>
<td>SWRL</td>
<td>No</td>
<td>Yes</td>
<td>Partial</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>8</td>
<td>WS-BPEL</td>
<td>WSDL, SLA</td>
<td>No</td>
<td>Yes</td>
<td>Partial</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>9</td>
<td>GM</td>
<td>WSDL, UDDI</td>
<td>Yes</td>
<td>Partial</td>
<td>No</td>
<td>Partial</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>10</td>
<td>GM</td>
<td>WSDL, WSLA, OWL</td>
<td>Partial</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>11</td>
<td>S</td>
<td>OWL–S, SAWSDL</td>
<td>Partial</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>12</td>
<td>HTN</td>
<td>OWL–S</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>13</td>
<td>PMC</td>
<td>WSDL</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>14</td>
<td>AIP</td>
<td>WSDL</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>15</td>
<td>S</td>
<td>WSDL, SLA</td>
<td>Partial</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>16</td>
<td>SM</td>
<td>WSDL, UDDI</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>17</td>
<td>XML Nets</td>
<td>OWL–QoS</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>18</td>
<td>HTN</td>
<td>OWL–S</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>19</td>
<td>OWL</td>
<td>WSDL</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>Yes</td>
</tr>
</tbody>
</table>

The input parameter of another one, then the similarity value depends on their distance in the ontology. Third, the output parameter of one service subsumes the input parameter of another one and the properties of the parameters are partially satisfied. Fourth, if two parameters do not have subsumption relation or they are come from different ontology, then the similarity value can be obtained by Tversky’s feature-based similarity model. The final composition is presented as direct graph and is converted to executable business process described in BPEL4WS.

3. Analysis of Web Service Composition Approaches. This section presents a comparative analysis of web service composition approaches. It is based on a composition model proposed by Alonso et al. [1]. According to this model, web service composition is characterized with six different dimensions: Component Model (CM), Orchestration Model (OM), Data and Data Access Model (DDAM), Service Selection Model (SSM), Transactions (T), and Exception Handling (EH). The CM considers the type of components that participate in a composition as well as assumptions about them. The OM deals with the way in which web services are composed into more complex services. DDAM is responsible for data exchange among components. The SSM defines whether a particular web service is selected as a component dynamically or statically. Transactions define transactional semantics associated to the composition. Finally, the EH specifies the mechanisms for handling of exceptional situations that is possible to occur during composition invocation.

Evaluation of the composition quality is an important aspect of the composition process. When several candidate web services have the same functionality, their QoS properties are examined in order to select the best one. Thus we identify QoS support as an additional dimension of the composition model, called Quality Model (QM).

Table 3.1 summarizes the comparison of the web service composition approaches. The first column refers to composition approaches. The last column, named Tool Support (TS), shows which of the approaches are implemented as software tools or platforms. They are marked with filled circle. The rest of the columns correspond to the dimensions of composition model presented above.

OM column in Table 3.1 shows the abstractions and languages used for modeling of control flow of the compositions in terms of sequence of operation execution. Here, variety of paradigms exists. Most common are techniques based on AI Planning such as HTNs, PGs, and Semantic Markup for Web Services (OWL–S) and Web Ontology Language (OWL) [4], [6], [7], [12], [14], [18], [19]. PMC is another planning technique that is also applicable to OM [5], [13]. The languages for description of business processes like BPEL and BPMN are also proposed for web service orchestration [2], [3], [8]. Statecharts are abstractions that extend state machines with possibility to define activities while moving between states [11], [15]. HPNs have the ability to model concurrency of the systems, analyze concurrent behavior, and express the dynamically changing software. Here, they are presented by XML nets, which provide advantages in the description of process objects and inter-organizational exchange of XML structured data [17]. Graph Models (GM) are another way for design of OMs,
where web services are presented with graph nodes and the sequence of their execution is shown by the graph edges. They are applied in [9] and [10]. Signature Matching (SM) is a technique used in [16] in order to compose web services. It is instance of more general problem, called function realization problem [20]. A classification scheme that summarizes web service orchestration techniques is shown on Figure 3.1.

The CM column shows the standards and languages used for description of composition components. Currently, most of the composition approaches (along with the analyzed ones here) assume that components are WSDL services based on standards such as HTTP, SOAP and WS-Transaction. As shown in Table 3.1, some approaches rely on additional standards like SLA and OWL-S in order to enrich the composition model with QoS and semantic data. They take into account the QoS properties of candidate web services in order to produce composition that aggregates web services with the maximum quality. This aspect of the composition process is presented in column QM of the table. Here, Ŷesineans that the proposed QM is capable to covers all QoS properties. The Partial-value shows that given approach supports QM with limited number of QoS properties. We call such approaches QM limited. For example, the QM proposed in [3] concerns only Response time. QMs can be further classified according to the formalism that is applied to the composition when QoS properties are taken into account. For example the QM proposed in [2] is based on Multi Criteria Decision Making. It considers quality in three aspects: QoS that is related to web service execution, Quality of Contents (QoC) referring to the quality of the content with which the web services work, and Quality of Devices (QoD), concerning physical environment. The T column shows whether given approach consider transactional behavior of web service composition. Since the underlying middleware is often responsible for providing transactional capabilities, approaches presented in Table 3.1 do not consider this dimension of the composition model. For example, the compensation logic for roll back of web service activities may be handled by engine that implements WS-Transaction specifications.

The DDAM column shows which approaches compose web services in terms of data types and data transfer. According to [1] the data of given web service composition can be divided into application-specific data and control flow data. Data exchanged by web service messages is called application-specific data. Data that is used for evaluation of branching conditions is called control flow data. Data transfer method can follow blackboard approach or explicit data flow approach. The first one relies on a blackboard, which is a collection of variables defining the output and input of each web service activity. The explicit data flow allows developers to specify that the input data of an activity should be taken from the output data of previously executed activities. For instance, the DDAM presented in [17] uses data type definitions of XML Schemas. The proposed approach solves a problem with message passing, where an output message of a web service may be incompatible with the required input message of another WS. The approach uses XML nets to create mediating transition between two web service invocation transitions. In [19] the similarity of an output and input parameter of web service activities are checked according to preliminary defined rules using OWL.

The EH column indicates approaches that take into account unexpected behavior of web service compositions. A possible solution is to use conditional branch that checks the result from invocation of an activity for failures.
or timeout according to which an activity will be terminated if the timeout expires. Another solution is to associate exception handling logic to an activity or group of activities. Rule-based languages are also applicable to the exception handling problem. For example, the approach presented in [13] uses Computation Tree Logic (CTL) to model web service composition failures. A global planning approach is used in [15] to reconfigure composition execution in case of one or several failures during web service invocations. The SSM column shows which approaches support dynamic binding of web services in a composition. Dynamic binding have advantage on dealing with web services that change their URIs.

4. Conclusion. Composition of web services is appealing tactic to enable even more powerful business processes and enrich software applications. A lot of web service composition approaches exist in the literature differing in the applied techniques and strategies for web service orchestration, data modeling, transaction support, QoS awareness and exception handling. In this paper we analyze a number of such approaches and distinguish them according to their essential characteristics. Directions for future work include further developing the proposed classification into ontological framework for web service composition process and also a composition meta-model. This will help software architects to choose a particular approach best suited for a given application domain.
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