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MULTI-AGENT ARCHITECTURE IN SEMANTIC SERVICES ENVIRONMENT

CRISTINA MINDRUTA∗, VICTOR ION MUNTEANU†, VIOREL NEGRU‡, AND CALIN SANDRU§

Abstract. A semantic enabled multi-agent architecture for solving non-linear equations systems by using a service oriented
approach is proposed. The service oriented approach allows us to access already implemented methods for solving complex math-
ematical problems. The semantic descriptions of these services provide support for intelligent agents. The proposed architecture is
a framework with two extension areas, agent society and domain ontology, with possible application in other domains too.
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1. Introduction. The main goal of this paper is to propose a multi-agent architecture for solving non-
linear equations systems. This architecture is designed around a semantic-based solving paradigm supported by
an ontology of service descriptions. That allows us to define a multi-agent expert system in a semantic services
environment.

Similar work has been done in the MONET project [3] which had the aim to provide a set of web services
together with a brokering platform in order to facilitate means of solving a particular mathematical problem.
The semantic representation for the mathematical objects was done using OpenMath [20] (MathML [22] was
cited also).

GENSS (Grid-Enabled Numerical and Symbolic Services) project [1], like MONET, tries to combine grid
computing and mathematical web services using a common open agent-based framework.

In [12] is discussed the matchmaking of semantic mathematical services described using OpenMath.
The architecture we propose is being built based on past experience in designing NESS, a non-linear equa-

tions systems solver, and EpODE, an expert system dedicated to ordinary differential equations. NESS [15] is
an intelligent front-end for solving non-linear equation systems, developed in CLIPS. Starting from the features
of the system to be solved and of the numerical methods, human expert uses domain knowledge (numerical
analysis) and heuristics to choose the most suitable method, to interpret the results (intermediary and final),
and to restart the solving process in the case of failure. NESS uses task oriented reasoning. A MAS architecture
based on UPML has been proposed and instantiated for NESS [18]. EpODE was initially realized as a mono-
lithic expert system [17] and has been re-engineered as a semantic services oriented framework [14]; the solving
methodology is workflow-oriented, being realized by integrating semantic services with process modeling.

While having similar main functional objective with NESS, the architecture proposed in this paper is more
flexible due to the semantic services component and to the new society of agents designed accordingly.

We have designed a multi-agent architecture that will implement a task-oriented solving model, with a
core semantic-based solving paradigm. Typically, multi-agent architecture offers flexibility, scalability and
mobility, important quality attributes when dealing with a large number of software services. The agents in the
architecture have capabilities ranging from semantically searching for services to providing an execution plan
for the given problem. The problem that is to be solved is passed to the multi-agent system as input data. The
expert agents in the system analyse the problem and propose an execution plan in order to find the solution.
The execution plan is ran and constantly monitored (adjustments are made if needed), and the result of the
execution is returned to the user.

The execution plan contains numerical methods which are offered by software services.
We have also designed a semantic services ontology in order to support the semantic-based solving paradigm.

For semantic descriptions we have decided to use WSMO (Web Services Modelling Ontology) [2]. In their
work, Sorathia et al. [19] analyse several ontologies which were used as an approach to service annotation
for discovery, selection, composition, execution and monitoring. Although addressing mainly the challenge of
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semantic interoperability between relevant service ontologies, we may identify, in this comprehensive literature
review providing insight in the state-of-the-art in services ontologies, that WSMO and WSAF [13] are relevant
computational ontologies. WSAF is focused on agent mediation and supports dynamic service selection based
on QoS (non-functional properties). On the other hand, WSMO is focused on service mediation based both on
functional and non-functional properties, allowing more flexibility.

Our approach considers a semantic services context, which is able to offer semantic information useful to the
system of agents. In this context, the proposed multi-agent system uses a specific ontology containing concepts,
relations and axioms defined for the non-linear equations systems domain, and has an extensible database of
semantic descriptions for services implementing numerical methods.

The system implements a core paradigm for solving problems, based on semantic matching between prob-
lem properties and numerical method capabilities. Numerical methods are identified based on their semantic
descriptions that reflect the properties of the problem for which the method is appropriate. The method selec-
tion can be realized by the user based on his own expertise, by the user based on system recommendation and
estimations, or automatically by the multi-agent system.

This core paradigm is included in a more flexible approach to solve the problems, that implies coordinated
activity in the society of agents and with the user. This can result for example in starting to solve a problem with
a numerical method and, from a given step, to continue with another numerical method, based on intermediary
results and performance of the system.

Such a flexibility is provided by the proposed multi-agent architecture and covers a large area of user skills,
from users with simple mathematical skills, for which the system could provide a solution based on its own
expertise, to users with very high mathematical skills, which want to experiment solving new types of problems
and using new numerical methods. The experience gained by the later category of users is also captured by the
multi-agent system in new methods and new characteristics of the existing ones, thus improving its capabilities.

The paper is structured as follows. Motivation and example use cases are covered in section 2. The
conceptual model is covered in section 3. Section 4 is dedicated to the semantic descriptions of the ontology,
services and goals used to support the core solving paradigm. Section 5 presents the proposed multi-agent
architecture, based on the task-oriented model and integrated with the semantic infrastructure. Conclusions
and future work are discussed in section 6.

2. Motivation and use cases. Service Oriented Computing is an emerging computing paradigm in
the context of distributed computing. It is already largely accepted and implemented. For example, Cloud
Computing is one of the most relevant chapter in service oriented computing. In this context a lot of services in
different application domains are available but they are still under-exploited. One of the important challenges
is the automation of discovery and composition of services, supported by semantic technologies. The work
presented here focuses on the modelling and exploiting the domain of non-linear equation systems, but the
presented architecture has flexibility points allowing for its extension to other domains.

We outline here a multi-agent architecture in the context of semantic services intended to provide an
expert system to mathematicians. Assuming that different methods for solving non-linear equation systems are
implemented in services, the proposed system assists the user in using them and exploring new solving methods.

The following examples of possible use cases for non-linear equations systems solver are gradually more
comprehensive.

2.1. Use Case 1 - Solve automatically. The user will provide the non-linear system problem and the
system will present the solution. The user can also provide a time limit for finding the solution or the system
will use a default value. If the system is not able to find a solution in the imposed amount of time, the user
will be informed. The user can establish a new time limit.

2.2. Use Case 2 - Solve under user control. The user will provide the non-linear system problem
and the set of session restrictions (time limit, error level, a.s.o.). He can select a numerical method for solving
the equations system or can let our system to select one based on its expertise. The user can control the
intermediary results and may interrupt the execution to select another numerical method to continue the
solving process and/or to modify session restrictions.

2.3. Use Case 3 - Support research. The researcher can add new numerical methods for solving non-
linear equations systems. These numerical methods must have been implemented as software services and the
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researcher adds to the system their semantic descriptions. The new added numerical methods can be then
explored inside the previous use cases.

3. Conceptual model.

3.1. Core solving paradigm. The system implements a core paradigm for solving problems, based on
semantic matching between problem properties and numerical method capabilities.

The domain ontology describes the following domain:
• Problem: A problem is defined by its input data and may get an unique identifier for future recognition
in the system. A problem is characterized by a set of properties derived from its input data.

• Method : Problems can be solved with methods (numerical methods). A problem can be solved with a
numerical method or with a composition of numerical methods. The composition of numerical methods
can be predefined or can be created in collaboration with the user. A method is uniquely identified.
Besides the problem input data, a method has a specific set of input data. A method is characterized
by a set of properties.

• Session: A problem is solved under a set of restrictions that define the solving session.
• Solution: A solution to a problem is obtained invoking software services.
• Matching rules : The expert system recommends numerical methods based on a set of matching rules.
The matching rules take into account problem properties and method capabilities.

The solving paradigm is focused on matching semantic descriptions, and has the following phases:
• Compute problem properties.
• Identify numerical methods by matching the problem properties with methods capabilities.
• Select numerical method.
• Apply method.

3.2. Task oriented reasoning. Although sometimes associated with an activity to execute, the concept
of task is mostly intended to abstract a specific goal to be achieved [8, 2, 5]. In this regard, tasks definitions do
not explicit the particular method to use in order to achieve the goal, but rather give a description of the state
of the world to be achieved.

The operational aspect can be abstracted in the concept of a problem solving method (PSM). In their
analysis on research on using PSMs in developing Semantic Web applications and based on their practical
experience with developing a software using PSMs as conceptual building blocks, the authors in [16] conclude
that the fundamental PSM construction techniques used when developing new applications are sufficiently
powerful and flexible to build very complex systems.

A PSM describes how to achieve a result based on a set of input data. The goal of a PSM can be regarded
as a procedural one in order to obtain a result according to the method specification. The meta-properties of
the methods to be mentioned in this context include input, output, precondition, postcondition, sub-task.

The task oriented model is the abstract methodological basis for the proposed non-linear equations system
solver, task oriented reasoning being a natural approach for our multi-agent system. Starting from a particular
task, one can build a hierarchy of tasks and PSMs that can be considered as the plan for solving the root task.
Figure 3.1 represents how may the task-oriented model be applied in the non-linear equations systems solver.

4. Semantic model. For semantic representations we have adopted Web Services Modelling Ontology.
It is a natural approach taking into consideration the fact that, according to [6], WSMO provides a formal
ontology for describing Web services based upon WSMF and, in addition, embodies a number of principles that
are derived either from the UPML framework, and therefore PSMs research in general, or from the principles
underlying the Web and service-oriented computing.

WSMO is a conceptual model that provides ontological specifications for the core elements of semantic Web
services. WSMO defines four basic types of elements: ontologies, goals, services and mediators. Ontologies
are used to describe application domain ontologies, i.e. entities, relations and constraints in the problem
domain. Services are described by non-functional properties, by functionality defined with capabilities, and by
behavior defined with interfaces that describe two perspectives: communication and collaboration. Goals have
descriptions similar to services, but describe the service requester point of view. Mediators describe mediation
entities used to overcome structural, semantic, conceptual disparities.

WSMO is appropriate for modelling the proposed solving paradigm, because it offers a clear separation
between goals and services. Services offer numerical methods or compositions of methods from our paradigm,
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Fig. 3.1: Task-oriented model applied to NESS

and goals are dynamically built for each problem to be solved.

We have used Web Service Modeling Toolkit [9] as support for the modelling activities.

4.1. Knowledge representation. Ontologies. In [14], starting from an existing expert application
for solving ordinary differential equation systems, an architecture of services and workflows in a semantic
environment have been designed. This was supported by a base ontology for non-linear problems NonLPOnto,
and a specialization for ODE (ordinary differential equations) systems.

We benefit now from the extensibility of this base ontology to model the non-linear equations systems expert
semantics as another extension of this ontology.

NonLPOnto represents a pattern for ontologies specific to different non-linear problem categories. One of
these categories is represented by the non-linear equations systems (NES). As with ODE systems, the main
concepts defined in NESOnto are specializations of concepts defined in NonLPOnto(figure 4.1).

Fig. 4.1: NonLPOnto represented with WSMT

NonLPOnto is designed as a high level WSMO ontology for modeling mathematical services for solving
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non-linear problems. According to this model a problem has an input data set and a set of properties. An
associated matrix is build based on the input data set, and the characteristics of this matrix are used to specify
properties of the problem. A problem is solved in the context of a session that defines specific requirements for
computation and result. Solving a problem implies applying a numerical method. A numerical method has also
a specific input set and is characterized by a set of properties.

Refining things, NESOnto (figure 4.2) contains concepts, relations and axioms that define problem and
solution spaces of the non-linear equations systems.

Fig. 4.2: Elements of NESOnto represented with WSMT

NESOnto defines the concept of problem (NES Problem) in relation to the concepts representing the in-
put data of the problem (NES IN P) and the properties of the corresponding non-linear equations system
(NES PProps).

It also defines the concept of numerical method (NES Method) in relation to the concepts representing the
input data of the numerical method (NES IN M) and the properties of the numerical method (NES MProps). In
figure 4.3, the concept NES MProps is represented with its attributes and the relation hasPProps between the
NES Method and its properties.

The restrictions imposed on the solving session are modelled with the concept NES Session and the solution
of the non-linear equations system is modelled with the concept NES Solution.

The associated matrix is modelled with two concepts: Jacobian represents the symbolic Jacobian of the
system, and JacobianVal represents the Jacobian matrix of the system computed in a given point.

The properties of the non-linear equations system are of types defined in specific concepts (ex. SystemForm),
and for each of these concepts the particular instances (ex. General, Sparse, DiagonalExplicit) have been
defined.

The properties of the numerical method have been defined in the same manner. They will be used by the
expert agent, that will refine the service selection and composition matching them to the execution constraints
represented as an instance of the NES Session concept.

One key element of NESOnto is the relation isSolvable applied to the problem properties. The relation is
used in the matching process between the problem characterized by its set of properties and a numerical method
which could solve the specific problem. An instance of this relation is created when a semantically described
service can solve the problem.

4.2. Services implementing numerical methods. The capabilities of each service are described using
NESOnto and an ontology specific to the service that contains one or more axioms. One of the axioms in this
specific ontology defines the relation isSolvable by expressing the properties of the non-linear equations systems
for which the numerical method is appropriate.

In figure 4.4(a) is represented the semantic description of Broyden NES service that implements the numerical
method Broyden for solving non-linear equations systems. The precondition in the semantic description states
that the method can be used if the relation isSolvable exists for the properties of the problem to be solved. The
semantics of this relation for the service Broyden NES are defined in the axiom isSolvableDef of the ontology
particular to the capabilities of this service, and expresses the fact that Broyden method is recommended for
non-linear equations systems of general form, with non-singular Jacobian, and of medium (between 10 and 50
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Fig. 4.3: Method and its properties represented with WSMT

equations) or big size (between 50 and 500 equations). This represents a part of the expert knowledge and is
implemented in the semantic description of the service.
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Fig. 4.4: (a) WSML descriptions for BroydenNES service and (b) ExampleGoal goal
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4.3. Goals. Goals are dynamically built for each problem. Each goal has its a particular ontology that
contains instances of concepts from NESOnto. In order to identify the services which are able to solve the
corresponding problem, the particular ontology (GoalNESSolution) contains an instance of the NES PProps

concept which holds the concrete properties of the given problem.
In figure 4.4(b), a goal of solving a non-linear equations systems is described in WSML.

5. Multi-agent architecture. Using a multi-agent system for service discovery and composition enables
a decentralized approach to solving non-linear equation systems. This approach is further enhanced by an event
driven model and concurrency offered by the agents.

When developing the multi-agent architecture, we had several architectural concerns in mind. The archi-
tecture must:

• Allow service operations: publishing, semantic facilitation, invoking (running) etc.
• Provide automatic semantic service selection and composition.
• Detect and recover from a failing service.
• Monitor services.
• Create solving scenarios based on previous solving experience.

In our architecture, the PSMs can be implemented as semantic services or as agents (figure 5.1).

Fig. 5.1: Task structure

5.1. Agents. The multi-agent system is composed of the following agents: service, monitoring, execution,
user interface, matchmaking, reasoning and historian. The proposed architecture is depicted in figure 5.2.

The user interface agent handles all communication with the users and provides users with proxy function-
ality for interacting with the system. User interface agent exposes a REST interface to which users can connect.
It communicates with the reasoner, executioner and monitoring agents in order to manage the planning and
execution.

The reasoner agent is in charge of creating task-oriented plans to solve the problems it receives from the
human interface agent. It uses the domain ontology to create the semantic definitions of the tasks in terms of
WSMO goals by processing the input data in order to detect problem properties. Furthermore, the historian
agent is used to identify plans that where applied in similar problems. After the plan has been made, it is
dispatched to one of the execution agents for processing. Similarly to the WSMX platform, the reasoner agent
will use one of the following reasoners: IRIS1, KAON22, PELLET3 or MINS4.

The execution agent handles the execution of the work plan. It will be in charge of service invocation and
workflow management. The execution agent will query the matchmaking agent to retrieve information like
endpoints for semantically compatible services for the current work plan. Service invocation is done through
service agents. Also, synchronization with monitoring agents will be done in order to monitor current work plan
progress. In case of execution problems, it will ask a reasoner agent to find alternatives/suggest a solution for
it.

The monitoring agent has the role of monitoring the current task execution. It will synchronize with
execution agents for work plan information. It will also send periodic updates to the user interface agents

1http://www.iris-reasoner.org/
2http://kaon2.semanticweb.org/
3http://clarkparsia.com/pellet
4http://tools.sti-innsbruck.at/mins/
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Fig. 5.2: Multi-agent system architecture

so they can relay task progress to the user. Monitoring agents also have the capability of creating execution
profiles that they will end to historian agents. These profiles cover the running work plan along with the service
decisions made and any errors that may have appeared.

The historian agent is in charge of archiving data and making it available for reasoner agents. It receives
problem profiles from monitoring agents and stores them in a database. Storing these profiles is important
because they contain information about previous task executions, information that is important for reasoner
agents to make decisions.

Service agents have the role of communication with service providers. They can invoke services and also
play a proactive role in the system by discovering services that can be integrated within the system. They will
look in WSIL5/UDDI6 service repositories in order to identify compatible services based on the ontology.

Last but not least, the matchmaking agents have two responsibilities. One is to handle storing semantic
descriptions of domain ontology and of services, and WSDL descriptions of services. This will make the service
database available for the system while alleviating the burden of dealing with storage mechanisms. The other
responsibility is to offer goal-service matching functionality. Mainly, the execution agent can directly ask for
a specific service or can ask for a proper service to be found by performing semantic matching between the
service and the goal descriptions. In the proposed architecture we have focused on the relevant components
for proving the concepts involved in a dynamic support for solving non-linear equations systems in a semantic
services environment. We assumed the existence of the needed content in the Semantic and Syntactic Repository
describing web services. Creation and maintenance of this repository is a complex task that will be considered
in a future work.

One important component of this multi-agent architecture is the agent communication bus. This bus enables
synchronous and asynchronous calls between the agents and is available in a distributed setting.

Figure 5.3 depicts the interaction between agents, interaction that leads to finding a solution for a simple
problem.

5http://www.ibm.com/developerworks/library/specification/ws-wsilspec/
6http://uddi.xml.org/
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Fig. 5.3: An example of a simple problem solving sequence

5.2. Agent platform. Our approach in implementing the multi-agent system is based on the Akka plat-
form7. Akka, while not being a traditional, FIPA compliant [4], multi-agent platform like Jade8, offers tools to
build highly concurrent, distributed, and fault tolerant event-driven applications [21]. Akka allows applications
to be written both in Java9 and in Scala10 while implementing the actor model. The actor model enables our
agents to have reactive behavior in solving the tasks.

Akka’s integration with Apache Camel11 allows agents to send and receive messages using a large number
of protocols and APIs. Also, support for the Spring Framework12 enables faster development.

Matchmaking is an important functionality of such a system. Different approaches are offered by WSMX
[7, 11], WSMO-MX [10] or are domain specific and user oriented [23]. We have adopted a simplified version
which makes use of a particular pattern in semantic descriptions of the services.

5.3. Framework and extensibility. The proposed architecture has a great flexibility due to the event-
driven architectural style of the infrastructure and to the inherent flexibility of multi-agent systems. It can be
seen as a framework with two main extensibility areas. The first extensibility area is in the society of agents
which can be extended with new types of agents that augment and refine the solving paradigm. The second
extensibility area stands in the semantic definitions. Extending the ontology allows to cover more mathematical
chapters. Changing the ontology results in adapting to different domains where problems can be solved based
on a similar core solving paradigm. Moreover, the two types of extensions can be combined.

6. Conclusions and future work. The task-oriented model makes a clear separation between tasks to
be accomplished and methods for solving them. This model is implemented using a multi-agent architecture
and is applied to design a solver for non-linear equations systems.

The multi-agent system is integrated with services implementing numerical methods. The services are
semantically described in terms of a domain ontology we propose for non-linear equations systems.

Semantic descriptions are realized in WSML, allowing us to benefit from the clear separation between goals
and services. This maps over the task-oriented model, specifically over tasks and solving methods respectively.

Specialized agents dynamically build semantic descriptions of the goals based on the properties of problems
to be solved, and appropriate services are discovered by semantic matching.

Other agents are implied in user interaction, in building work plans, in managing the system, aiming to offer
solutions to different problems or support for the human expert to experiment numerical methods in solving
non-linear equations systems.

The multi-agent system is build over Akka platform. The system will be validated in the context of NESS.

7http://akka.io/
8http://jade.tilab.com/
9http://www.oracle.com/us/technologies/java/overview/index.html

10http://www.scala-lang.org/
11http://camel.apache.org/
12http://www.springsource.org/
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Our future work has more directions: to extend the definitions of the knowledge in the domain of non-linear
equations systems and to combine WSML with OpenMath and MathML; to include the chapter of ordinary
differential equations systems and possible other mathematical chapters; to open the framework towards other
domains.
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